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the ontology, but this understanding is very difficult to attain if the ontology user lacks the
background knowledge necessary to comprehend the ontology or if the ontology is very large.
Thus, software tools that facilitate the understanding of ontologies are needed. Ontology
visualization is an important research area because visualization can help in the development,
exploration, verification, and comprehension of ontologies. This paper introduces the design of
a new ontology visualization tool, which differs from traditional visualization tools by providing
important metrics and analytics about ontology concepts and warning the ontology developer
about potential ontology design errors. The tool, called Onyx, also has advantages in terms of
speed and readability. Thus, Onyx offers a suitable environment for the representation of large
ontologies, especially those used in biomedical and health information systems and those that
contain many terms. It is clear that these additional functionalities will increase the value of

traditional ontology visualization tools during ontology exploration and evaluation.
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1 | INTRODUCTION

The Semantic Web is an extension of the current Web in which information is given a well-defined meaning, which better enables computers and
people to work in cooperation (Berners-Lee, Hendler, & Lassila, 2001). It is generally accepted that the integration of the Semantic Web, artificial
intelligence, and machine learning technologies will lead to significant changes in the field of economics and knowledge management. Ontologies
are important for Semantic Web vision, where they are used to annotate websites for machine interpretation. As a result, ontology engineering
has recently become an important research area. However, the development and management of ontologies by only experienced people slows
progress in this area, as it is also important for casual users to read, write, and modify ontologies. In this context, ontology visualization tools
have become a solution. It has been observed that integrating ontology visualization tools into ontology development tools such as Protégé (Noy,
Fergerson, & Musen, 2000) is not preferred by casual users because the tools require prior knowledge of description logic or syntactic details
about ontology development. Therefore, stand-alone web-based ontology visualization tools such as WebVOWL (Lohmann, Link, Marbach, &
Negru, 2015) are becoming popular. This type of tool enables users to understand the ontology model without prior knowledge, which can help
expand and diversify the userbase.

Within this work, a new stand-alone web-based ontology development tool called Onyx is presented. Unlike traditional ontology visualization
tools, Onyx analyses ontology concepts and reports ontology design pitfalls in addition to graphically visualizing the ontology. The tool has the

1This research was done while the second author was an undergraduate student at Manisa Celal Bayar University.
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following additional components: (a) metric calculator: returns a summary of the metrics about an ontology concept; (b) pitfall scanner: returns
pitfalls, which could represent or lead to ontology design errors. Onyx has advantages in terms of speed, analysis, error detection, and readability.
Thus, it is envisioned that the tool will be adopted by both ontology engineers and casual users in the field. Additionally, Onyx is proposed to be
a solution for displaying large ontologies, which are particularly common in the biomedical and health domains.

The remainder of this article is structured as follows. Section 2 introduces ontologies, ontology evaluation metrics, ontology design pitfalls,
and the technical details and technologies regarding the implementation of the tool. Section 3 defines the visual elements, colour scheme of the
Onyx specification, and the visualization and pitfalls of ontology analysis. Section 4 evaluates the proposed tool and compares it with existing

ontology visualization tools. Finally, the last section concludes the paper with a summary and future directions.

2 | BACKGROUND KNOWLEDGE AND TECHNICAL DETAILS

In Studer, Benjamins, and Fensel (1998), the definitions of ontology of Gruber (1993) and Borst (1997) are merged as follows: An ontology is
a formal, explicit specification of a shared conceptualization. This definition requires that the conceptualization should express a shared view
between several parties, that is, a consensus rather than an individual view; this conceptualization should also be expressed in a machine-readable
format. Ontologies play a key role in the vision of the Semantic Web, and there is a growing need for effective ontology visualization for design,
management, and browsing (Katifori, Halatsis, Lepouras, Vassilakis, & Giannopoulou, 2007).

In this article, we present a new ontology visualization tool called Onyx. In the implementation phase, we used Meteor Framework (Meteor
Development Group, first release: first release: 2012). Meteor is an open-source JavaScript web framework written using Node.js. Ontology is
stored in the Cayley (Michener & Community, 2014), which is an open-source graph database. Cayley's goal is to be part of the developer's toolbox
that handles linked data and graph data. The user interface was developed using the React.js library (Walke & Popov, 2011). Communication
between Web applications and the Cayley Graph Database is implemented via Gremlin queries. Gremlin (TinkerPop, first release: first release:
2009; Rodriguez, 2015) is a domain specific language for traversing property graphs.

Figure 1 shows the architecture of the Onyx tool. The Web Application has two main components: the metric calculator and the pitfall scanner.
These modules are JavaScript applications that are executed automatically after loading the ontology using Gremlin queries. After executing
Gremlin queries, the query results are stored in a MongoDB database and visualized using the Cytoscape.js library.

In this work, we used Cytoscape.js (Franz et al., 2015; Shannon et al., 2003), which is a JavaScript library for developing complex interactive
network visualizations. As a result, the tool can be used with both desktop browsers (e.g., Chrome) and mobile browsers. Additionally, our mobile
application supports interactivity and actions such as zoom in/out, box selection, and panning.

Currently, most preferred web graphics technologies are SVG and Canvas. WebVOWL-style web-based visualization tools use older SVG
technologies. The Cytoscape.js library supports Canvas, and according to our research, Onyx is the only ontology visualization tool that uses
Canvas technology.

Web Application Browser User Interface

Gremlin Queries Cytoscape.js

React.js
Query Results

FIGURE1 Onyx ontology visualization tool architecture
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FIGURE2 Comparing the performances of SVG and Canvas technologies
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FIGURE3 OOPS! Ontology pitfall catalogue

In Figure 2, the performances of the SVG and Canvas technologies are tested with a programme that draws lines with circles in a drawing
area at a fixed size.! As seen, Canvas technology provides better results in terms of performance. Therefore, the performance of our ontology
visualization tool is predicted to be better than those of tools based on SVG technology, especially as the number of objects in the drawing area
increases.

Another useful aspect of the tool is that OntoQA ontology metrics are calculated and displayed to the user (on the right of the screen). OntoQA
(Tartir, Arpinar, Moore, Sheth, & Aleman-meza, 2005) is a well-known and widely used metric-based ontology evaluation approach. The metric

calculator component of Onyx calculates the following OntoQA metrics:
1. Schema metrics

(a) Relationship diversity: the number of noninheritance relations divided by the total number of relationships defined in the schema

(b) Deepness (SD): the average number of subclasses per class
2. Knowledgebase (KB) metrics

(a) Class utilization (CU): the number of instantiated classes divided by the total number of classes defined in the schema
3. Class-specific metrics

(a) Class importance (Imp(Ci)): the number of direct or indirect instances of the class divided by the total number of class instances defined
in the schema.

(b) Relationship utilization (RU): the number of attributes used by class instances divided by the number of attributes defined for the class.
4. Relationship-specific metrics

(a) Relationship importance (Imp(Ri)): the number of relationship individuals divided by the total number of relationship individuals defined

in the schema.

Another feature of the Onyx tool is the visualization of ontology pitfalls. OOPS! (Poveda-Villalon, Gémez-Pérez, & Suarez-Figueroa, 2014)
proposes a catalogue of ontology pitfalls to improve the technical quality of the ontology. In the catalogue, 35 pitfalls are proposed to facilitate
ontology evaluation; these faults are examined under five categories (Figure 3). The RESTful web service? is used to integrate the features of
OOPS!'into Onyx. This API can scan all pitfalls except Py, Py, P14, P15, P16, P17, and P,g. However, there is ongoing work to identify the remaining

eight pitfalls.

1Test results are taken from http://smus.com/canvas-vs-svg-performance/.
2http://oops-ws.oeg-upm.net/rest.
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3 | ONYXONTOLOGY VISUALIZATIONTOOL

Onyx ontology visualization tool3* focuses on the visualization of the ontology schema TBOX. In terms of scalability and readability, ABOX, which
contains the instances of the ontology, is not visualized. This approach, namely, TBOX-based visualization, is adopted by most current ontology
visualization tools. Concept instances, literals, and XML data types are visualized if and only if they are used in a concept definition. Figure 4
shows the Cancer Chemoprevention Ontology (CANCO) in Onyx. The CANCO constitutes a vocabulary that can describe and semantically
interconnect the different paradigms of the cancer chemoprevention domain.” The mini-map of the ontology is shown on the bottom-left corner
of the screen, and the zoom component is in the upper-left corner. The panel, which is on the right of the screen, allows metrics to be viewed
and filters to be applied. When the Metrics Tab is selected, ontology-related metrics are shown on the top of the panel. The bottom of the panel
shows the metrics of the selected node. The Filters Panel allows restrictions or union/intersection classes to be filtered from the graph. The user
can also choose to view the ontology taxonomy using this tab. The Filters Panel also allows the pitfalls of the ontology to be listed. When a pitfall
is selected from the list, nodes with this pitfall are shown in the graph area. Figure 5 shows the visual elements of the Onyx specification. An
ontology class is represented by a circle, and a property is represented by a rectangle.

3Run the application from: http://swlab.cbu.edu.tr/onyx.
“Download the source code from: https://github.com/mcbu-semanticweb-lab/onyx.
Shttp://bioportal.bioontology.org/ontologies/ CANCO.
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Onyx visualizes the language constructs of the OWL Web Ontology language specification (Bechhofer et al., 2004) as follows:

a. Simple classes: Onyx visualizes classes as circles. The classes in the ontology are divided into two groups according to their importance,
and classes with different importance groups are shown with different colours, as shown in Figure 6.

b. Simple properties: Properties in the schema are visualized as directed solid lines between two classes or between a class and a literal or
XML datatype. If the property is an Object Property, then it relates two classes. We put a blue rectangular label, which shows the name
and characteristics of the Object Property, on the property line. If the property is a Datatype Property, then it relates a class and a literal

equivalentClassOf
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complementOf
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FIGURE7 Visualization of some special properties from the OWL vocabulary
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or XML datatype. We put a green rectangular label, which shows the name and characteristics of the Datatype Property, on the property
line. The rest of the properties from the OWL vocabulary are visualized, as in Figure 7. We do not use labels for these properties. Because
the subclassOf relation has a different significance, it has a special notation. The subclassOf relation is shown with a dashed line.

c. Property characteristics: OWL language defines five property characteristics: TransitiveProperty, SymmetricProperty, FunctionalProperty,
inverseOf, and inverseFunctionalProperty. Property characteristics are visualized, as in Figure 8.

d. Property restrictions: Different from existing tools, Onyx supports the visualization of the details of the restriction classes. OWL language
defines four types of property restrictions: allValuesFrom, someValuesFrom, cardinality, and hasValue. All restrictions are represented
by a grey circle labelled R. Whenever the grey circle is clicked, the definition of the restriction is expanded. Onyx visualizes the property
restrictions, as in Figure 9. Showing restriction classes on the graph may cause the graph to become cluttered; therefore the user has an
option to filter the restrictions.

e. Enumerated classes, intersection, union: A class may be defined by listing all of its instances in the OWL language. OWL also supports
defining a class using intersection or union operators. These language constructs are used with the help of a collection construct, and

they are visualized, as in Figure 10.

Onyx displays the OntoQA metrics in the window on the right of the screen. The window that shows the schema and knowledgebase metrics
are always on top of the screen. However, class/attribute-specific metrics are shown when the corresponding class/attribute is clicked.

Onyx gets the pitfall report from OOPS! RESTful web service and lists the name, detailed description, and importance level (i.e., minor,
important, critical) of each pitfall in the Filters Panel. When the user selects a pitfall from the list, if the pitfall is related to a class, then the class is
highlighted in red. Similarly, if the pitfall is related to a property, then the line of the property is shown in red (Figure 11). A sample report of a
pitfall from OOPS! RESTful web service is shown below:

Pitfall name: P5 (Defining wrong inverse relationships.)
Pitfall description: Two relationships are defined as inverse relations when they are not necessarily inverse relations. For example,
something is sold or something is bought; in this case, the relationships isSoldIn or isBoughtIn are not inverse.

3. Importance level: Critical

individual_1
gl

individual_2

individual_3

FIGURE 10 Visualization of enumerated classes, intersection, and union
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FIGURE 11 Visualization of ontology pitfalls
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One of the strong features of the Onyx tool that it has the option of selecting the most important classes, which are called key concepts.
This option is especially important for visualizing large ontologies. Onyx starts by asking the user if he/she would like to enable key concept
extraction. The key concept extraction algorithm (Peroni, Motta, & d'Aquin, 2008) selects the key concepts in the ontology. The user starts with
the most important part in the ontology and gradually expands the nodes to see the concepts that are not in the key concepts list. Users can also
retract a node to avoid seeing concepts that he/she is not interested in. Key concepts and regular concepts are visualized with different colours
(Figure 6). Enabling key concept extraction option prevents a cluttered view in the graph area and ensures better scaling with large ontologies.
However, the user can disable this option when visualizing smaller ontologies. Disabling this option facilitates the comprehension of the overall
view of the ontology.

The user can also focus on a selected entity using the Show Neighbourhood button on the Filters Panel. This option centres the view on the

selected entity and its surroundings and hides other parts of the ontology.

4 | EVALUATION

In Saghafi (2016), ontology visualization tools are classified into three groups: (a) graph-based methods, which draw the ontology as a graph;
(b) multimethod visualization techniques, which draw the ontology using blocks, lists, linked histograms, hierarchical connected circles, node-link
diagrams, hyperbolic or radial trees, tree maps, and so forth; and (c) Euler diagram-based methods, which visualize the topological properties of
ontologies. Onyx is a graph-based ontology visualization tool that can be used to gain a general overview of ontologies. We compared Onyx with

existing visualization tools in the following subsections using three criteria that are preferred for evaluating ontology visualization tools.

4.1 | Functionality

In this section, we evaluate the general features of Onyx. Dudas, Zamazal, and Svatek (2014) identify the following 17 features implemented

in ontology visualization tools:

Zoom-out overview (F1): zooming out to have a better overview of the ontology. Onyx uses a zoom scale bar to control the zoom factor.
Radar view (F2): displaying a mini-map of the displayed ontology. Onyx displays the mini-map on the bottom-left corner of the screen.
Graphical zoom (F3): zooming to extend the graphical element. Graphical zoom is adjusted using the zoom scale bar.

EE o S o

Focus on selected entity (F4): focusing the view on a selected entity and its surroundings. Onyx supports showing the direct neighbours

of a class option. This option focuses on a selected class and shows only the direct neighbours of this class.

b

History (F5): tracking the actions performed by the user to support undo/redo actions.

6. Pop-up window (F6): displaying details of a selected entity. Onyx displays the details of the selected entity in the Metrics panel.
Incremental exploration (F7): starting with a small part of the ontology and gradually expanding the nodes selected by the user. Onyx
has the “enable key concept extraction” option, which displays only the most important concepts in the ontology. The user can gradually
expand the nodes to see the concepts that are not in the key concepts list.

8. Search (F8): facilitating finding specific elements. It may be difficult to find a term among hundreds of others. Onyx supports keyword
search with autocomplete, which is a feature in which the application predicts the rest of the word the user is typing. Some visualization
tools such as OWLViz (Horridge, 2005), KC-Viz (Motta, Peroni, Gémez-Pérez, d'Aquin, & Li, 2012), and GrOWL (Krivov, Williams, & Villa,
2007) do not support search. However, Jambalaya (Storey et al., 2002), NavigOWL (Hussain et al., 2014), OntoGraf (Falconer, 2010), and
WebVOWL support keyword search option. MEMO GRAPH (Ghorbel et al., 2016) is a user-friendly ontology visualization tool especially
designed to be used by everyone. It is the single tool that supports speech-to-text search.

9. Hide selected entity (F9): hiding the ontology concepts that are not of interest. The user clicks the Hide Entities button and selects the
entities to be hidden.

10. Filter specific entity type (F10): hiding all object properties at once, for example. Jambalaya, KC-Viz, SOVA, TGVizTab (Alani, 2003), and
WebVOWL support filtering specific entity types. Onyx supports the following filtering options (using the Filters tab):

(a) Show class hierarchy: This option only displays the subClassOf relations between classes.

(b) Hide restrictions: This option removes the classes labelled with the letter R.

Hide datatype properties: This option hides relations between a class or a literal/ XML data type.

a o
2o e

Hide object properties: this option hides the relation between classes (except subClassOf).

Hide intersectionOf/unionOf: This option hides the details about the intersection and union operations. This option shows the
classes that are the results of the operations but hides the classes that are the operands.

(f) Hide enumerated classes: This option hides the individuals of enumerated classes.

(g) Hide property characteristics: This option hides the property characteristics including functional, inverse functional, transitive,

symmetric, and inverseOf.
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11. Fisheye distortion (F11): magnifying the part of the graph around the mouse while leaving the larger graph unaffected. Onyx does not
support this feature.

12. Edge bundles (F12): grouping edges with similar paths. Onyx does not support edge bundles.

13. Drag and drop navigation (F13): moving a graph that does not fit the screen by dragging with the mouse.

14. Drag and drop user layout (F14): interactively reordering the nodes of the graph.

15. Clustering (F15): displaying a subgraph of important nodes. Onyx supports displaying classes based on their importance using the key
concept extraction algorithm.

16. Integration with editing (F16): selecting a node or an edge and editing its properties in, for example, a pop-up window. Onyx does not
support the editing of the visualized ontology.

17. Graphical editing (F17): creating new entities by, for example, drawing edges between displayed nodes. OWLGrEd (Barzdins, Barzdins,
Cerans, Liepins, & Sprogis, 2010) and TopBraid (TopQuadrant, 2007) are visualization tools with graphical editing support. Onyx does not
support the editing of the visualized ontology.

Dudas et al. (2014) analyses the features of existing ontology visualization tools. We extend this evaluation using the features of WebVOWL
and Onyx in Table 1.

4.2 | Scalability

Scalability is a central concern when designing systems to handle large amounts of data gracefully (Munzner, 2014). Saghafi (2016) classifies
the scalability of the ontology visualization tools as limited, relatively high, and high. According to this classification, most existing ontology
visualization tools have limited scalability. Most of the remaining tools can handle large ontologies using visualization methods other than
graphs. These visualization tools use tree maps, indented trees, or node-link diagrams to represent large ontologies. For example, Jambalaya
uses tree maps; Multi-View Ontology Visualization (Kuhar & Podgorelec, 2012) uses hierarchical connected circles, indented trees, and
node-link diagrams; and OntoVismod (Garcia-Pefalvo, Palacios, Navarro, & Therdn, 2012) incorporates tree maps, hierarchical trees, and
radial layouts. The second group of tools can handle large ontologies by visualizing only the most important classes in the ontology (e.g.,
KC-Viz) or supporting a simplified view of the ontology; for example, Ontology Visualizer and OWLViz display only class hierarchy, and SOVA
(Kunowski & Boinski, 2012) displays only classes in the ontology. In the same manner, Onyx uses the key concept extraction algorithm to
handle large ontologies.

We chose to compare Onyx with WebVOWL, as it is a graph-based, stand-alone web-based ontology visualization tool such as Onyx.
Saghafi (2016) classified WebVOWL as a relatively highly scalable visualization tool. The maximum ontology dimension that can be visualized

with the current version of WebVOWL is limited. The visualization of large ontologies with WebVOWL is a major issue with the tool. The

TABLE1 Features of existing ontology visualization tools (Dudas et al., 2014)

Tool F1 F2 F3 F4 F5 F6 F7 F8 F9 F10 F11 F12 F13 F14 F15 Fi16 F17
Jambalaya 1 1 1 2 1 2 2 2 1 2 2

KC-Viz 2 2 2 2 1 2 2 2 2 2

OntoGraf 2 2 2 2 2 1 2 2 1
OntoViz 2 2 2

OWLGrEd 1 2 1 2 2 1 2 2 2
OWLViz 2 1 2 2 2 2 2

SOVA 1 2 2

TGVizTab 1 1 2 2 1

TopBraid 2 1 2
WebVOWL 2 2

Onyx 2 2 2 2 2 2 2 2 2 2

TABLE2 Time performances of (in seconds) of Onyx and WebVOWL

Ontology Classcount Onyx WebVOWL
Dengue Fever Ontology (IDODEN) 5019 22 215
Emergency care ontology (ONTOLURGENCES) 10031 212 -

Human Disease Ontology (DOID) 12694 287 -
Mammalian Phenotype Ontology (MP) 13927 309 -

Human Phenotype Ontology (HP) 17387 423 -
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TABLE3 Language constructs that can be visualized by existing tools (Dudas et al., 2014)
Jambalaya KC-Viz OntoGraf OntoViz OWLGrEd OWLViz SOVA TGVizTab TopBraid WebVOWL Onyx

Classes + + + + + + + + + + +
Object Prop. + + + + + = + + + + +
Datatype Prop. - - - + + - - - + + +
Instances + + + + + - + - + - -
Annotations - - - - + - - - + B, R
Univ./Exist. Rest. + - + + + - + > + - +
Cardinality = - - + + - + = + . ¥
Enumeration - - + + + o + - + - +
Intersection - + + + + - + - + + +
Union = = + + + - + = + + +
Complement - - + + + o + - + - +
equivalentClass + - + + + - + - + - +
disjointWith - - - - + - + o + + +
subClassOf + + + - + = + £y + + +
Property Char. - - - - + - + - + + +

selected SVG-based application has some limitations in this regard. Table 2 shows the ontologies used for comparison and the class counts of
each ontology®. Table 2 gives the comparison results of the two ontology visualization tools. Tests are conducted to show the performance
of Onyx using the key concept extraction algorithm. The tool displayed an ontology with 17,387 classes in 423 seconds. WebVOWL
did not open ontologies with class counts greater than 10,000 in a reasonable time (<20 minutes). The tests are conducted on a laptop with

an Intel i5 3.2 GHz processor and 16 GB memory. The performance can be improved on a computer with better hardware configuration.

4.3 | OWL language support

Dudas et al. (2014) analyse the language-level expressiveness of existing ontology visualization tools. We extend this evaluation using
the expressiveness of WebVOWL and Onyx in Table 3. Onyx adopts TBOX-based visualization and supports all types of OWL language
constructs.

Although Onyx supports most OWL language constructs, the main aim of the tool is to avoid unnecessarily confusing graphical represen-
tations. Therefore, we implemented the following abstractions to make the image more readable: (a) Restriction classes are represented with
a grey circle labelled with the letter R. Definitions of the restrictions are expanded when the node is selected by the user. (b) In addition to
these abstractions, the filters described in Subsection 4.1 can be applied to the ontology graph, thus avoiding a cluttered view.

5 | CONCLUSIONAND FUTURE WORK

Ontology visualization tools are important because visualization can help develop, explore, verify, and comprehend ontologies. This paper
introduces the design of a new ontology visualization tool called Onyx, which was implemented as a stand-alone web application. Unlike
traditional visualization tools, Onyx provides important metrics and analytics about the ontology concepts and warns the ontology developer
about potential ontology design errors. According to our research, Onyx is the only ontology visualization tool that uses Canvas technology,
which is faster than its rival, SVG. Onyx also supports key concept extraction. Due to these features, Onyx offers a suitable environment
for the representation of large ontologies, especially those used in biomedical and health information systems and those that contain many
terms. A potential direction for future work is to implement Onyx as a plug-in of Protégé Ontology Editor. Protégé is a free, open-source
platform that provides a growing user community with a suite of tools for constructing domain models and knowledge-based applications
with ontologies. As an extension to Protégé, Onyx will benefit from a community with a large number of users (there are currently 316,741
registered users), a library of reusable components and a flexible architecture. Onyx could also be extended to cover a wide variety of OWL
2 language constructs.
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